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Abstract

Wireless ultra-low-latency video streaming over 802.11 Wi-
Fi networks is increasingly popular, but the latency on the
Wi-Fi link is always fluctuating. With the development of
CDNs and edge servers, the fluctuation of the wireless last-
hop is increasingly dominating the fluctuation of the end-to-
end latency. In this paper, we investigate the reasons why
the existing Wi-Fi link layer will have a fluctuating latency
from a systematic perspective. We find that the hierarchi-
cal queueing structure, queue-agnostic rate adaptation, and
delay-insensitive retry management of the existing link layer
design are the main reasons to a latency spike when chan-
nel fluctuates. Thus, we propose LAtency-bounded Wi-Fi
(Law), an 802.11 link layer architecture to provide a consis-
tent low latency for the application. Law exploits the loss-
tolerance ability from the upper layer video streaming ap-
plication and significantly avoids the latency spikes caused
by the blockage in the link layer at the cost of acceptably
additional packet loss. Law maintains a high goodput by
carefully redesigning the queueing structure and introducing
fine-grained control for each transmission opportunity. We
implement the prototype of Law on OpenWiFi and test it
with WebRTC — both the tail frame latency and stall rate can
be significantly reduced over existing baselines.

1 Introduction

Wireless ultra-low-latency video streaming, such as mixed
reality (MR), videoconferencing, and cloud gaming through
Wi-Fi networks, are becoming increasingly popular among
Internet users due to its convenience. These applications ex-
tremely care about the consistency of the low latency. For ex-
ample, cloud gaming requires an end-to-end latency less than
100 ms, and as reliable as 99.9% or even higher [37,48, 62].
In the meantime, with the development of Wi-Fi networks,
and the deployment of content delivery networks (CDN5s)
and edge servers, today’s network services can provide sat-
isfactory bandwidth as well as median latency with Wi-Fi
access — the median latency for mobile devices is 25 ms [14].

However, the stringent in consistency conflicts with the
nature of bandwidth fluctuation in 802.11 Wi-Fi networks.
Since Wi-Fi networks have contention-based connections
and unstable channel quality, with the current architecture,
they can not provide a consistent low latency all the time —
easily, the latency just in the Wi-Fi last-hop will rise to even
more than 100 ms [19, 67,72, 82]. This issue is outstanding
in the whole end-to-end path as previous efforts show that
Wi-Fi last-hop transmission accounting for more than 90%
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Figure 1: Wi-Fi link layer design is not systematically suit-
able for low-latency applications.

of the end-to-end latency fluctuation (§2.1, [27,60]). More-
over, this can be increasingly felt as the median RTT contin-
ues to decrease and the latency fluctuations in the rest of the
transmission system stabilize. Previous reports showed that
users typically could reach the nearby datacenters or edge
servers within 10 ms (one-way transmission latency, which
is approximately half-RTT) [13,22]. Especially for ultra-low
latency video, such as cloud gaming, one of the latest papers
indicates that in 90% of cases, the base RTT is less than 20
ms [73]. In other words, wireless networks are increasingly
dominating the entire end-to-end transmission loop.

The key reason is that the Wi-Fi link layer is not system-
atically designed for low latency in different perspectives:

* Overcomplicated hierarchical queueing structure.:
Designed for maximizing the throughput, 802.11 sys-
tems have a hierarchical queueing structure similar to the
multi-level caching. The MAC subsystem, Wi-Fi driver,
and Network Interface Card (NIC) hardware all have
their own queues and independent schedulers. With the
stringent latency requirement, controlling multiple queues
with packets accumulated at different places is difficult.

* Delay-insensitive retry management. When the packet
transmission is corrupted, the 802.11 driver will retry to
send it several times before it gives up and lets the upper
layer handle the packet loss. However, the existing retry
management is not aware of the delay for the packet. For
example, Qualcomm’s ath9k driver will keep retransmit-
ting the same packet for 31 times before giving up the
transmission [6,9], which can take up to hundreds of mil-
liseconds. What’s worse, this will further block the trans-
mission of the subsequent packets, leading to stalls.

* Queue-agnostic rate adaptation. 802.11 needs to adapt
the data rate based on the channel conditions [20,76]. For
example, when the channel quality degrades, the sender
will decrease the modulation coding scheme (MCS) to in-
crease the success rate at a cost of a lower data rate. How-
ever, determining the data rate only based on network con-



dition is insufficient — blindly reducing the data rate will

result in bufferbloat in the queue before transmission, in-

curring a high end-to-end delay.

There are a number of research efforts reducing the la-
tency for the Wi-Fi link layer, such as flow scheduling in-
cluding Wi-Fi Multimedia (WMM) [1, 11], and some re-
search work [43, 57, 65]. However, centralized at these
designs is to prioritize low-latency flows over other flows
rather than providing a consistent low latency. For exam-
ple, when the channel sharply fluctuates and the flows with
the highest priority still can not send through, all the issues
mentioned above still can not be mitigated. There are also
some individual efforts that optimize latency by rate adapta-
tion [55], transmission opportunity (TXOP) [15], and active
queue management (AQM) [17,32,33, 64, 66]. But they are
mainly algorithmic level optimizations and still suffer from
the issues above. These methods still introduce hundreds of
milliseconds of latency at the tail, even when there are no
competing flows (§4, [26,40]).

Our key observation is that for ultra-low-latency applica-
tions, getting dropped at the link layer might be more bene-
ficial than getting blocked. Ultra low-latency video stream-
ing is, in fact, loss-tolerant at the application layer to a cer-
tain extent. Error concealment mechanisms, including for-
ward error correction (FEC) [61,69,75,79] and loss-tolerant
video codec [25, 49, 52, 74], provide great recovery ability
regarding packet loss. The reduction of RTT and latency-
sensitive congestion control algorithm (CCA) [16,21,44,68]
also makes the cost of retransmission at the link layer and
transport layer comparable. By this way, we could reduce
tail latency significantly with little cost, resulting in overall
benefits at the application layer.

Therefore, we propose Law, which implements a
LAtency-bounded Wi-Fi link layer design for low-latency
video streaming. Law can ensure that each packet stays at
the link layer for no longer than a time limit by discarding
packets that are likely to result in blockage and high end-to-
end latency. Law enforces the principle of bounded latency
to the queueing structure, retransmission control, and rate
adaptation of the 802.11 system.

However, it is non-trivial to maintain the goodput in the
same time of providing a bounded latency. Simply dropping
too many packets will lead to massive retransmissions and
not result in benefits in end-to-end latency. Therefore, we
have to carefully maximize the goodput. We first break down
the hierarchical queueing structure and merge all the queues
into one so that we can easily manage the packets that are
severely delayed. With this unified queue, we jointly adjust
the data rate and retransmission limit based on channel qual-
ity, queue length, and packet latency variations. We also pre-
cisely control at a finer granularity of per transmission oppor-
tunity rather than periodically adjusting the parameters. We
further adjust the packet loss rate and loss pattern to maxi-
mally utilize the loss-tolerance ability from the upper layer.

Law can achieve an optimal effect for real-time services with
low RTT and a certain degree of loss-tolerance, including but
not limited to applications from CDNs and edge servers.

We deploy the proposed latency-bounded link layer on
OpenWiFi [4,47] (around 2K lines of C and Verilog codes)
and conduct real-world experiments with WebRTC [12].
And results in §4 show that Law can reduce 99.9ile per-
packet latency by 75.3% to 83.2% compared to baselines
while controlling the packet loss to below 1% accurately.
From the application layer, for low-latency video stream-
ing, Law also reduces the 99ile frame delivery latency by
50.6% to 70.3%. Even when compared to much more pow-
erful commercial routers, Law can still reduce the 99.9ile
tail latency by 46.0%. In addition, we demonstrate Law’s
robustness in handling different scenarios such as TCP BBR,
traffic with competing flows, and fairness.

Our main contribution can be summarized as follows:

* We illustrate that the overcomplicated hierarchical queue-
ing structure, queue-agnostic rate adaptation, and delay-
insensitive retry management in the existing Wi-Fi system
are the root cause of latency fluctuation.

¢ We simplify the queueing structure in the Wi-Fi link layer,
retaining the management only in the Wi-Fi driver as well
as minimizing the hardware queues to make latency con-
trol efficient and reliable. We co-design a fine-grained
latency-sensitive data rate and retry adaptation algorithm.

¢ We implement Law over the OpenWiFi hardware and
evaluate with WebRTC. Extensive real-world experiments
show that Law can effectively control the packet-level la-
tency and improve application-level performance.

2 Background and Motivations

2.1 Tail Latency in Wi-Fi

Ultra-low-latency video streaming requires delivering video
contents with minimal delay, typically under 100 millisec-
onds [37,48]. To achieve that, various research works on
latency optimization have been proposed in the applica-
tion layer, including packet loss recovery, latency-sensitive
CCAs, frame pacing [7], etc. And ultra-low-latency stream-
ing is mostly based on edge server (e.g., cloud gaming), peer-
to-peer connection (e.g., WebRTC, screen casting), or mul-
tipath transport system [29, 81, 82], which further promotes
applications to meet ultra-low-latency requirements.

Even as upper layers have been largely enhanced, the la-
tency performance with Wi-Fi access is still unacceptable.
We collect some previous measurements in Table 1 — various
works have shown that it is not uncommon for a Wi-Fi net-
work to fluctuate up to 100ms latency for a single packet. As
long as the base RTT is as low as 10-20 ms, Wi-Fi last-hop
transmission is dominating the overall end-to-end latency.

To demonstrate this, we also conducted fortnight-long ex-
periments in our campus from an edge server with the same
experimental setting in §4.1 to see exactly how much the
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Figure 2: Wi-Fi last-hop transmission is increasingly being
the bottleneck in ultra-low-latency streaming.

Packet-level performance

ABC [40] Extreme per-packet delays over 300ms are ob-
served at 95ile.

QAIr [67] Wi-Fi last-hop RTT can be higher than 100ms
at 80ile.

Augur [82] | 99.9ile Wi-Fi RTT goes above 150ms even in
the 5G band.

Frame-level performance
0.2% of frames suffer high latency more than
100ms.
Frame delivery latency at the 99.9ile exceeds
200ms.

Hairpin [61]

Augur [82]

Table 1: Poor latency performance of Wi-Fi last-hop

wireless last-hop transmission contributes to the overall la-
tency. The access point (AP) used here is a TP-LINK TL-
WDR4310 (refreshed with OpenWRT 23.05.0) [10]. We
measure the proportion of the Wi-Fi last-hop transmission
over the end-to-end latency and present the result categorized
by different end-to-end latency in Fig. 3. Wi-Fi last-hop be-
comes the primary contributor to the latency when the end-
to-end latency increases. And when the overall latency gets
higher than 70 ms, the Wi-Fi last-hop generates more than
95% of the overall latency in most cases. Just as illustrated
in Fig. 2, latency in Wi-Fi networks has become more and
more comparable to the end-to-end latency. And Wi-Fi last-
hop transmission are increasingly being the bottleneck in the
end-to-end transmission of ultra-low-latency streaming.
Wi-Fi tail-latency breakdown. We further conduct a la-
tency breakdown of the Wi-Fi last-hop latency in Fig. 4. As
the latency increases, queueing delay, including three queues
in Fig. 1, and transmission time (airtime plus management
intervals) both increase a lot. For latencies above 70 ms,
queueing delay contributes for more than 80% on average.
And the other part includes latency from the Linux kernel
and IP stack, etc. Latency produced in the link layer be-
comes more and more critical when the overall number gets
higher. In this case, the effect of existing solutions for the
higher layers [40, 60] is limited.

2.2 Design Gaps in Wi-Fi Link Layer

Our insight is that the Wi-Fi link layer is systematically not
suitable for ultra-low-latency streaming.

100

100 Transmission time
= % * = % 80- HEE Queuing delay
& 754 T £ Other
& ol | % 601
£ 0 . o 401
8 £
g_’“.; 25 ! F 204 l I

0+—= 0

<20 2040 40~70 >70
Last-hop latency (ms)

<20 20~4040~70 >70
End-to-end latency (ms)

Figure 3: The proportion of Figure 4: Wi-Fi last-hop la-
Wi-Fi last-hop transmission tency breakdown. Queueing
in end-to-end latency. The delay and transmission time
median proportion of the last- are the main contributors to
hop reaches above 95% when high tail latency.

latency increases.

Overcomplicated hierarchical queueing structure: We
introduce the queueing structure in OpenWRT and Qual-
comm’s ath9k driver as the state-of-the-art open-source sys-
tem for Wi-Fi routers, as shown in Fig. 5.

First, packets are enqueued into the flow queues main-
tained by the MAC80211 subsystem in the form of a MAC
Protocol Data Unit (MPDU) and wait for the lower-layer
driver to pull. When needed, the driver will actively
pull packets from the flow queues for further transmission.
Meanwhile, the link layer data transmission rates are opti-
mized here for each packet. The driver keeps retry queues
to store packets that have failed in previous transmissions in
hardware, a.k.a. software retransmission. The driver then
performs frame aggregation and header packing to form a
data frame (a.k.a,, Physical Layer Service Data Unit, PSDU).
The PSDUs are then written to the hardware queues. The
maximum length of a hardware queue is 8.

Such overcomplicated hierarchical queues incur latency
for different reasons, e.g., arrival rate and flow competing
in flow queues, channel contention in hardware queues, etc.
And we list the specific reasons for each layer in Fig. 6. Ex-
cept for the statistics from Fig. 4, we further illustrate that
queueing delay is the main contributor to the high tail latency
using real-world traces. As Fig. 7 illustrates, the queueing
delay increases dramatically to 80 ms when channel status
fluctuates, but the reduction of the queue delay is quite slow.
In conclusion, hierarchical queues have little awareness of
each other and is challenging to be coordinated to react to
rapid changes.

Delay-insensitive retry management: We also picture the

retransmission process in Fig. 6. Retransmissions in the Wi-

Fi link layer have two types: software retransmission in the

driver and hardware retransmission in the hardware.

¢ Hardware retransmission: If the NIC hardware fails
to receive the ack for the current PSDU after a timeout

(typically less than 1 ms), the hardware will start backoff

contention and retry for a certain times. The limit of the

number of hardware retransmissions is set based on the
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Figure 5: A brief introduction of the queueing structure in
ath9k.
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Figure 6: Transmission scheduling in ath9k and reasons for
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data rate. When the number of hardware retransmissions
reaches the limit, the packet is returned to the software
retry queue in the driver.
Software retransmission: When the failed PSDU is
returned to the software retry queue, there will be addi-
tional rounds of software retries. Packets are dropped only
if the total number of hardware retransmissions is greater
than a threshold, which is 31 times in ath9k. So packets
will have a long delay before getting discarded.

* Qut-of-order delivery: The hierarchical packet
scheduling also brings out-of-order delivery. If the earlier
frames fail after several hardware retransmissions while
the subsequent frames succeed, packet loss has already
been detected on the client due to the out-of-order deliv-
ery.

Moreover, simply setting a lower number threshold for the
number of retransmissions does not work. As shown in Fig.
8, we tested three signal strength (RSSI) that are common
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Figure 7: A trace that shows hierarchical queues and queue-
agnostic RAA can not cope with rapidly increasing latency.

in daily life [63, 72]. The percentage of packets retransmit-
ted varies a lot at different RSSI by up to 15x. Further-
more, we present another case in Fig. 9 to show how the
delay-insensitive retry management harms transmission la-
tency. Several PSDUs take more than 10 retransmissions and
consume dozens of milliseconds for transmission time. The
impact of packet loss over video stalls was also unveiled by

previous production-level measurements [82].

Queue-agnostic rate adaptation: As a higher data rate

tends to lead to a higher probability of packet loss in phys-

ical transmission, rate adaptation algorithms (RAAs) aim at
choosing an appropriate rate under the current channel sta-
tus. Most work on rate adaptation focuses on maximizing
goodput [8,24,42,51], while a few of them pose optimiza-
tion regarding energy-efficiency [54], extremely low loss rate

for gaming devices [78].

However, the link layer RAAs proposed for Wi-Fi APs
have two problems in providing consistent low latency:

* They are coarse-grained. Existing RAAs only set the data
rate once for each packet or periodically and rely on re-
transmissions to make up for inaccurate rates, which is
insufficient for rapid fluctuations at the transmission op-
portunity level.

e They are network-aware but queue-agnostic. Existing
RAAs mainly focused on channel capacity to adjust the
sending rate. But this will backpressure the packets to the
queue backlog on the 802.11, leading to high latency. And
looking back to Fig. 7, the RAA has been more conserva-
tive after the 13th packet, but also contributed to the spike
of the queueing delay.

2.3 Loss-tolerance in the Upper Layers

Our key observation is that for ultra-low-latency applica-
tions, getting dropped at the link layer can be more beneficial
than getting blocked. The status-quo frameworks have pro-
vided packet recovery abilities and improved loss-tolerance
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Figure 8: The relationship between the number of retrans-
missions, packet loss rate, and RSSI. Wi-Fi performs a lot
of retransmissions to ensure a relatively low loss rate, which
results in high latency.

at the application layer and transport layer [34,45].

Forward error correction: FEC is a widely used technique
to recover losses. Existing FECs used in ultra-low-latency
streaming are implemented by means of redundant coding,
reproducing lost packets without retransmission. Webrtc (the
state-of-the-art open source low-latency streaming platform)
provides three coding methods in rows, columns, and 2D ar-
rays [79]. We use WebRTC to test the performance of FEC
with no additional packet loss and 1% additional packet loss.
The test settings are described in §4.1, and the FEC redun-
dancy ratio is fixed to one eighth, which is a commonly used
rate in previous work [53,61]. We present the results in Fig.
10. FEC could easily cope with the additional loss with a
mere increase of no more than one RTT in 99.9ile latency.

Error concealment in video codecs: There have been a
number of efforts in both industry and academia to improve
the packet loss resistance of codecs. The error concealment
is a common technique used in the state-of-the-art codecs,
e.g., H.264 [49,52,74]. It requires the encoder to reduce the
compression rate and provide some information redundancy
to allow the encoder to reconstruct the lost data with certain
algorithms to ensure frame integrity [56]. Nowadays, there is
also some work on frame skipping [36] or neural codecs [25,
77] specially for loss-tolerant ultra-low-latency streaming.

Interaction with congestion control: = Moreover, slight
packet losses will not lead to bitrate decrease of CCAs
in most of ultra-low-latency video streaming. Ultra-low-
latency streaming usually uses latency-sensitive CCAs that
aim to keep buffers in networks clean and utilize latency
increase as the signal to reduce the sending rate. Mean-
while, latency-sensitive CCAs are highly loss-tolerant. For
example, GCC can tolerate without rate decrease 2% packet
loss [28], while BBR can tolerate with at least 5% random
packet loss [21].
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Figure 11: Naive modifications lead to negative optimiza-
tion. Setting A and B are introduced in §3.1.

3 Law Design

In this section, we introduce our Law Wi-Fi link layer de-
sign.

3.1 Basic Idea and Challenges

Considering existing Wi-Fi link layer designs and state-of-
the-art ultra-low-latency streaming systems, we proposed
our basic idea of making use of the loss-tolerance in the up-
per layer to reduce the latency in the Wi-Fi last-hop. We
aim to implement a latency-bounded link layer by dropping
packets that are perceived to be or have already suffered high
latency. Simply send fast when latency dramatically grows
instead of trying to be reliable and make sure all the packets
stay in the link layer for no longer than the latency bound.
We allow reasonable packet loss and wait for the application
layer to recover. However, to realize this, there are still a few
challenges ahead.

Queueing latency is hard to control: As we’ve shown in
Fig. 7 and Fig. 9, even a single packet may lead to dozens of
milliseconds of latency. This kind of latency affects all three
layers of queues and brings the following technical prob-
lems:

* Controlling queue length will not work for Wi-Fi net-
works. In situations where a single packet can cause la-
tency to fluctuate badly, queue length is no longer an effi-
cient controller of latency.

* Hierarchical queues lead to a discrete distribution of la-
tency, and managing latency for each queue separately
can be harmful. Applying a latency bound for a particu-



lar layer of queues can not address latency jitters and can

even significantly affect the overall performance.
We made a simple modification to OpenWiFi to test how
naively applying latency limits to the current queueing struc-
ture will affect the loss rate and throughput. We measure the
performance on packet-level and the testbed used is the same
as in §4.1. We apply a limit of 25ms to flow queues in the
MAC layer and limit the sum of the length of the four AC
queues to 8 packets in hardware in Setting A. We present the
results in Fig. 11. Even with a terrible 8.0 increase in loss
rate compared to the default setting, the 99.99ile per-packet
latency of Setting A is still nearly 200ms.
Aggressive structure revision may lead to negative opti-
mization: To address the issues caused by the hierarchical
queueing structure, it is easy to think of simplifying the cur-
rent structure. But it is not as simple as it seems. In Fig.

11, we simply disable hardware queues for Setting B. And

we can see a more than 400 ms 99.99ile per-packet latency
and a 2.5% increase in loss rate compared to the default
setting. The main reason behind this is that we sometimes
have to wait for an interrupt and communication between the
hardware and software to pull packets from the driver before
transmission if we remove the hardware queue. During this
period, it is highly likely that the initially idle channel is oc-
cupied by other devices. That would lead to massive missed
transmission opportunities and performance degradation in
the contention-based Wi-Fi channel.

Active packet dropping needs to be carefully controlled:
We expect to counter the fluctuations of the wireless channel
by sending packets fast or even dropping packets to ensure

a consistent low latency. But still, there are two key points

in the system design that must be concerned with or we will
not be able to achieve the improvement we desire.

* Make sure that dropped packets are within the upper
layer’s recovery capabilities. Loss recovery techniques
are typically executed within a frame or a group of pack-
ets. For example, interleaved XOR FECs [79] are en-
coded by rows and columns in a group of packets, and the
maximum number of consecutive packet losses that can
be recovered is the number of columns. Reed-Solomon
FECs [75] divide data packets and redundancy into blocks
of the same size, then decode the desired lost data blocks.
However, the number of recoverable lost packets in a sin-
gle video frame is still limited by the redundancy ratio.
Extra end-to-end retransmissions are definitely not what
we want. So, not only is the loss rate what we have to
control, but the loss pattern also matters a lot.

* Precisely drop packets as soon as the queue starts to grow.
Our ultimate goal is to avoid high latency, not to start re-
acting after it occurs. So we not only focus on network
capacity, but also the queueing latency variations and the
length of building-up queues. A latency-sensitive, rapid,
and precise packet scheduling mechanism needs to be pro-
posed.

3.2 Framework Overview

The key objective of Law’s design is to provide a bounded
latency while still trying to maximize the goodput with fine-
grained control. The fine granularity has two perspectives:

* Instead of modularized queue control for each layer indi-
vidually, we integrate all the queues into one big queue
and carefully control the overall queueing delay for each
packet (§3.3).

¢ Instead of coarse-grained parameter controls such as fixed
retransmission limits carried by each data rate, we update
the sending rates and retransmission limit for each trans-
mission opportunity (§3.4).

The overview of Law’s link layer structure can be simpli-
fied as Fig. 12. The rest of the section describes the two parts
of our design in detail.

3.3 Queueing Structure Reshaping

Our solution is to merge flow queues, retry queues, and a part
of the hardware queues together. We can also tell from Fig.
12 that we moved the flow queues down to the driver and no
longer keep the retry queues in the driver. In hardware, we
only store at most two PSDUs across four ACs at the same
time. In this way, we partly merge hardware queues into
driver queues.

For packets that are returned from hardware to driver for
software retransmission, we push them immediately back
to the hardware queue without queueing (during which our
joint rate and retransmission control will be made, we leave
the details in §3.4). By default, every packet could only
have one time software retransmission. Such retransmission
scheduling, plus keeping at most two PSDUs in the hard-
ware, also minimizes the negative effect of out-of-order de-
livery.

With such a reshaped queueing structure, we can manage
latency quite wisely. We set a threshold Limit, for the la-
tency of packets in the driver. Any packets with more than
Limit, latency in the driver will be dropped. In the current hi-
erarchical queues, we have to divide the time limit into three
layers, e.g., 10 ms each. Then we can achieve an overall 30
ms latency bound. However, there are many cases where a
packet is dropped even though its overall latency does not
exceed 30 ms (Fig. 13). However, all three cases in the fig-
ure can be transmitted if we only have one queue with a 30
ms threshold. Centralizing latency and controlling latency
by one queue can minimize the unnecessary loss.

We give a simple explanation about the additional loss
brought by hierarchical queues in Fig. 14. L, denotes
the latency in a single layer’s queue, L, denotes the cu-
mulative latency across three layers. We can think of the
latencies generated by each of the three queues as indepen-
dent variables. And their sum will result in a more concen-
trated distribution of latency values, which is the distribution
of overall latency. Thus, the number of packets with latency
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Figure 12: Overview of Law.

higher than the threshold is reduced.

Maximize transmission efficiency: However, it is non-
trivial to merge all the queues together. As introduced above,
Law still stores two PSDUs in hardware. One important rea-
son to maintain some packets in the hardware is to maximize
every transmission opportunity as long as it is available in
the channel (§3.1).

Moreover, it is not wise to simply use the same latency
bound across driver and hardware. Let us say that we use
simply an overall threshold Limit,. One packet may enter
the hardware and start transmission after Limit,/2. But the
transmission keeps failing due to channel fluctuation, and the
packet will still occupy the rest Limit,/2 for hardware re-
transmissions, resulting in blockage and increased queueing
delay for the following packets. It is definitely much better
to end transmission early and return the packet back to the
driver to re-select a data rate for this packet.

So our response to this is to maintain two separate thresh-
olds in driver and hardware. We set a time limit Limit;, at the
packet level (PSDU) in hardware. The TX time (counting
from the time when the PSDU starts to be sent by the hard-
ware, including management intervals, backoff contention
windows, and airtime) of each PSDU must not exceed this
limit. Once the limit is reached, we stop hardware transmis-
sion and return the packet back to the driver. In this way, the
latency of all packets produced by the Wi-Fi link layer can
be kept below Limit, + 2 * Limity,. Since the length of driver
queues is often much larger than 2, Limit, will be much
larger than Limit;, too. In this way, Law maximizes trans-
mission efficiency while still ensuring centralized latency in
the driver.

3.4 Rate and Retransmission Control

We try to let packets pass quickly when the queueing delay
starts to increase or the number of waiting packets exceeds
the network capacity, instead of keeping retransmitting them.
When channel status fluctuates, a too low data rate will lead
to queue accumulation. On the other hand, a too high data
rate may result in massive retransmissions, which also lead
to queue accumulation. However, with consideration for re-
transmission limit adaptation, e.g., by choosing a relatively

Figure 13: Latency bounds in hierarchical Figure 14: Integrated queues provide a
queues lead to unnecessary loss.

more centralized latency distribution.

high rate and a strict retransmission limit at the same time,
this problem can be solved perfectly with reasonable packet
loss. Therefore, we strive to balance and select the optimal
rate and retransmission limit.

We first control the packet loss rate and maximize
throughput by a fine-grained RAA that re-selects the rate
for each software retransmission. Secondly, to keep the
queue latency at a low level, we further co-design a latency-
sensitive rate and retransmission control strategy for each
transmission opportunity.

Global stats | Explanation
Limit, latency limit in driver queue
Limity, latency limit in hardware
Lenqyx Limit of the number of packets stayed in driver
State State of rate & retransmission control
Rate Current data rate
Rateprey Previous data rate
Ratey,, Data rate with the minimum average TX time
T EWMA of TX time for all transmitted packets
T; EWMA of TX time for packets transmitted by
rate i
Sn EWMA of transmission success rate for all
transmitted packets
Si EWMA of transmission success rate for packets
transmitted by rate i
Nyue Number of consecutive successful transmis-
sions
Nyet Number of consecutive software retransmis-
sions
Nprob Number of failed probing
Thry Threshold for start probing

Table 2: Parameters used in rate and retransmission control

Parameters calculation: We summarize the parameters we
need in Table 2. Here, we introduce how we calculate the
parameters. First of all, we keep the exponential moving
average (EWMA) of TX time 7,, and software transmission
success rate S, for all packets during runtime. Calculating
software transmission success rate instead of hardware trans-
mission means we focus on whether the current rate could
send the packet to the receiver within Limit,. We also cal-
culate the EWMA of TX time 7; and software transmission
success rate S; for each data rate with index i.
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Figure 15: Overview of rate and retransmission control in
Law.

Based on 7}, and S,,, we calculate Len,,,, as shown:

Limit, * Sy )
Ty

Len,, . is used as a threshold to indicate that we should start

reducing queue length by the latency-sensitive rate and re-

transmission control.

Besides, whenever we successfully decide on a new rate,
we reset the number of consecutive successful transmissions
Ny, the number of consecutive software retransmissions
Ny, and the number of failed probing N, to 0.

They will be updated every time a packet is returned from
hardware. And if a software transmission fails, Ny, will be
set to 0. In contrast, if a first-time software transmission suc-
ceeds, Ny, will be set to 0. Finally, Thr, denotes the thresh-
old to start a new probe, which means if Ny, >= Thr,, we
will be able to probe a higher data rate. It is calculated by:

Thry, = (Nprop + 1) 5 IndexO fCurrentDataRate ~ (2)

Len,, =

Latency-sensitive rate and retransmission control: Our
data rate and retransmission joint control algorithm could
be divided into three states: stable state, probing state, and
cleanup state. Stable state is the initial state, and is also
the state where we execute normal data rate adaptation, rate
probing, and retransmission strategies.

When the channel is stable, we enter the probing state and
try to probe higher data rates to increase throughput. We use
two packets for probing and judge the success of the probing
by the following two conditions.

* No packets are lost, and at least one packet is successfully
transmitted without software retransmission.

* The average TX time for these two packets is lower than
the T; of Ratepy,,

The cleanup state is the most important state where we
actually deal with growing queue latency and poor channel
capacity. We enter the cleanup state when either of the fol-
lowing two conditions is met:

* A packet in the driver or just returned from the hardware
has a latency higher than Limit, in the link layer.

* The number of packets currently stored in driver queues
exceeds Len,,gy.

The detailed decision-making function is shown by Algo-
rithm 1. In the cleanup state, we allow two hardware trans-
missions for each software transmission, and no software re-
transmission. And if two consecutive packets are dropped,
we turn down the Rate by one index. On the other hand,
Thr, is fixed to 5 x IndexO fCurrentDataRate. If the num-
ber of consecutive successful transmissions equals Thr,, we
increase the Rate by one index. The overall control flow of
Law’s latency-sensitive rate and retransmission control is il-
lustrated by Fig. 15.

Handling loss pattern: Avoiding consecutive packet loss
is crucial in our design. To ensure that packet loss is dis-
tributed within the resilience of the upper layer, if there are
three consecutively lost packets, we add one more software
retransmission for the current packet as a double insurance.
Besides, packet loss is most likely to occur in the Cleanup
state, as retransmission limits are more stringent. So we use
a more sensitive adjustment to improve the loss control abil-
ity in the Cleanup state as described above.

Algorithm 1: ChangeState() Function

// Called when a packet enters the driver
or is going to be pushed into hardware
Input: Transmission status of the packet
1 if packet comes from hardware |
2 packet will be pushed into hardware then

3 update Lenqx, T, Tiy S, Si

4 if packet’s latency> Limit, then

5 drop packet

6 Ratepey = Rate

7 State = Cleanup

8 else if State = Cleanup &&

9 current packets in driver < Len,,,, then
10 Rate = Ratepyey
11 State = Stable
12 else
13 if current packets in driver> Len,, then
14 Ratepey = Rate
15 | State = Cleanup

4 Evaluation

We implement Law in OpenWiFi on SDRPi with XC7Z020
chipset [3] and AD9631 radio-frequency transceiver [2].
OpenWiFi is a Linux Mac80211 compatible full-stack Wi-Fi
design based on software defined radio (SDR) that currently
supports 20 Mhz, 802.11N data rate, and single-in-single-
out (SISO) for 5G Wi-Fi connection. We chose OpenWiFi
because it is an open-source Wi-Fi platform that allows di-
rect control over hardware. Law requires direct control over
hardware to achieve the dynamic hardware retransmission
control. We skip the original three-layer queues in the MAC
layer, driver, and hardware, replacing them with the queue-
ing structure proposed in Law. The rest of the control flow in
the link layer (e.g., header encapsulation) stays unchanged.
Law overrides the rate and retransmission decisions before
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Figure 16: The performance of Law and three baselines on packet-level. Law significantly reduces tail latency. And Law has
the lowest sum of loss rate and deadline miss rate, and the fewest consecutive packet losses.

packets enter the hardware. Regarding possible future de-
ployment for device vendors, we leave the discussion in Ap-
pendix A.

In this section, we evaluate Law by real-world experi-
ments in the following aspects:

» Packet-level. We ensure that Law optimizes packet-level
latency and controls packet loss well to show that Law is
theoretically applicable to low-latency applications. We
verify that Law actually provides bounded latency in the
link layer and test its abilities in controlling packet loss.
Law could achieve up to 83.2% latency improvement at
99.9ile while producing the fewest consecutive losses.

» Application-level. We then measure the improvement of
Law on end-to-end frame delivery latency for low-latency
video applications. We compare Law with some RAAs
proposed in previous research works, as well as some
commercial routers. Law could reduce 99.9ile frame de-
livery latency by more than 58.4% compared to OpenWiFi
baselines and 18.6% to 46.0% compared to commercial
routers.

* Microbenchmarking. Besides, we conduct some mi-
crobenchmarkings to see how Law performs when vary-
ing the experimental targets, including changing parame-
ters and adding a competing flow. We also measure Law’s
performance of TCP BBR flows to demonstrate Law’s ro-
bustness under different traffic types. Finally, we evaluate
Law’s impact on fairness regarding different CCAs.

4.1 Experimental Setup

Testbed. For packet-level experiments, we use Iperf to send
UDP flows with the bitrate fixed to 10 Mbps. The Iperf
sender is run on an OpenWRT router, which is connected to
the OpenWiFi AP by Ethernet directly. As for application-
level experiments, we use WebRTC (M119) as the sender
and receiver of low-latency video streaming. The target bi-
trate and framerate are set to 10 Mbps and 30fps. And the
WebRTC sender is deployed at an edge server for realistic

end-to-end transmission. Both Iperf and the RTC receiver
are run on a MacBook Pro with MacOS 15.3.1, which is con-
nected to the testing OpenWiFi AP within the 5G channel.
And the Limit, and Limit;, are set to 40ms and 3ms as a de-
fault setting. We conducted experiments during office hours
in our laboratory, typically from 1:00 p.m. to 7:00 p.m. The
position of the tested AP and receiver remains unchanged
during the whole evaluation. Due to a certain degree of per-
sonnel turnover within the office, the results obtained under
such an experimental setup can represent the overall perfor-
mance under different levels of channel interference. We ran
each test for at least ten minutes and cycled through the base-
lines to ensure that the result is fair.

Baselines. We used OpenWiFi with the three layers of

queues mentioned above and implemented some related and
frequently noted RAAs as baselines.

* Minstrel [8] is the default RAA used by Linux systems
and is normally considered as the state-of-the-art reactive
RAA.

e LLRA [55] puts latency into the decision-making ratio-
nales. Butitis also only an algorithmic level optimization,
with no innovations in structure and control granularity.

e TS [51] utilizes Thompson-sampling to select data rate.
Thompson-sampling is a machine learning algorithm for
online decision problems under uncertainty where actions
are taken sequentially. TS is considered as the state-of-
the-art reactive RAA with machine learning.

4.2 Packet-level Performance

Latency improvement. We validate the bounded latency for
each packet provided by Law and compare the per-packet
latency with baselines. We present the CDF of per-packet la-
tency in Fig. 16a. Law’s curve shows a clear cutoff around
60 milliseconds. After counting the slight latency from the
router-to-OpenWiFi wired transmission and the kernel, we
can consider this result as a reasonable proof that the la-
tency bound at the link layer is in effect. Compared to three
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Figure 17: The performance of Law and three baselines on
frame-level. Law shows significant improvement regarding
99ile, 99.9ile latency, and deadline miss rate. Besides, Law
provides the highest average bitrate.

baselines (Minstrel, LLRA, and TS), Law reduces 99ile per-
packet latency by 47.9% to 78.7%, and 99.9ile per-packet
latency by 75.3% to 83.2%.
Loss control. We also measured Law’s performance on
packet loss control to ensure that Law utilizes a reasonable
range of packet loss to be theoretically compatible with the
application layer. We take the latency bound set in Law as
the deadline for each packet. We show the average loss rate
and deadline miss rate in Fig. 16b. The average loss rate of
Law is slightly lower than 1%, which is illustrated to be well
within the application layer’s recovery capabilities in §2.3.
Besides, Law has the best result in terms of the sum of loss
rate and deadline miss rate. Even as we discussed in §3.1 and
§3.3, due to the trade-off for maximized transmission effi-
ciency, it is hard to achieve the ideal strategy that only drops
packets with latency higher than the overall latency bound.
Law still achieves the best in this metric, which is close to
the optimal performance. We further tested the frequency
of consecutive losses, i.e., the average number of five con-
secutive packet losses per second. We present the results in
Fig. 16¢c. Even with a higher overall loss rate, we reduce the
frequency of consecutive losses by 16.3% to 56.3%, demon-
strating that Law is able to control the loss pattern well to
make it more suitable for low-latency streaming applications.

4.3 Application-level Performance

We then evaluate Law performance with real-world low-
latency streaming to see if Law actually shows improvement
in real-world applications.

Comparison with baselines. We first measure the per-frame
delivery latency and plot the result in Fig. 17a. Law re-
duces 99ile frame delivery latency by 50.6% to 70.3%, and
reduces 99.9ile frame delivery latency by at least 58.4%. We
also measure the average deadline miss rate, i.e., the ratio of
frames experiencing a latency of more than 100ms. 100ms
is a frequently used deadline and requirement for ultra-low-
latency streaming [37,48,61]. We can see the results in Fig.
17c and Law reduces the deadline miss rate by 69.8% to
78.5%.

In addition, we show the role of Law by calculating the
latency of non-retransmitted frames, which refers to frames
in which the last received packet was either recovered by
the FEC or transmitted for the first time. We picture the la-
tency CDF of this group of frames in Fig. 17b. It is clear
that Law shows a cutoff around 180ms while all the base-
lines have non-retransmitted frames with more than 300ms
latency. Note that due to the keyframes and pacing, it is nor-
mal in a 30 fps streaming for large frames to take dozens of
milliseconds just to complete sending. Coupled with slight
latency fluctuations in the rest of the transmission system, it
is reasonable to believe that latency bound in the link layer
imposes an effective impact.

Finally, we measure the effect of Law on video bitrate.

And we can tell from Fig. 17d, Law could achieve a slightly
higher bitrate than all three baselines, showing that Law is
able to promote more aggressive bitrate decisions while en-
suring stable low latency.
In-depth exploration. We further present a trace in Fig. 18a
consists of three frames to show the underlying rationale for
the improvement our design delivers. Firstly, it can be told
that we dropped six packets in three frames, a nearly 10%
packet loss rate. Five of them are dropped in the Cleanup
state. But these packets are well within FEC’s recovery ca-
pability. So Law perfectly distributes the dropped packets by
retransmission control and avoids blockage in the link layer
without additional overhead.

Secondly, at the time points shown by the three green dots
in the figure, Law is able to keep the MCS at least 4, even
with the degradation of channel quality and the increase in
retransmissions. Thus, the packet latency is stabilized by fast
sending, and the rate can even be adjusted upwards to further
clear the waiting packets. With all these accurate controls,
these frames are all delivered within the 100 ms deadline.

We also present the comparison of per-frame loss rate in
Fig. 18b between Law and TS to justify our observations.
Law has almost doubled frames with at least one lost packet.
However, Law reduces 65.3% in terms of the percentage of
frames with more than 20% packet loss.

Comparison with commercial routers. Besides these RAA
baselines above, we also choose some commercial firmwares
for comparison. However, these commercial APs typi-
cally support 40/80 MHz bandwidth, multiple-in-multiple-
out (MIMO), and AC/AX data rate, which means they origi-
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Figure 18: An in-depth look at the underlying reasons why
Law can lead to improvements.

nally provide higher throughput. So, we align some settings
and try our best to achieve a relatively fair comparison:

* RSSI-aligned-OpenWRT: We use TP LINK WDR4310 re-
freshed with OpenWRT 23.05.0 for this baseline, setting
the Wi-Fi version and bandwidth to 802.11N and 20 MHz
correspondingly. We further adjust the tx power and use
the same antennas to ensure the RSSI of the OpenWRT
AP and the Law is the same. However, TL-WDR4310
supports MIMO2X?2 and can not be disabled, so it theo-
retically provides a doubled maximum throughput.

* RSSI-aligned-commercial: ~ We directly use Edimax
BR6208 AC750 for this baseline. We align the RSSI in
the same way as mentioned above. BR6208AC [5] does
not support MIMO for 5G, but the version of the 802.11
protocol is fixed to AC, so it still provides slightly higher
theoretical throughput than Law.

» Thp-aligned-commercial: We also use Edimax BR6208
for this baseline. We adjust the position of the AP and
ensure an equal throughput (Thp) as Law for BBR flows.

We present the frame delivery latency in Fig. 19. Law
could provide almost the same median latency compared to
all three baselines. Moreover, even in these slightly unfair
tests, we can still reduce the 99.9ile tail latency by 18.6%
and 22.9% compared with two RSSI-aligned baselines. As
for the Thp-aligned baseline, Law reduces the 99.9ile tail
latency by 46.0%.

4.4 Microbenchmarking

We also benchmark Law for realistic performance concerns
from various aspects.

Parameter setting. We first measure the impact of changing
the latency bound. We set the Limit, to 54ms, which means
the total latency bound is changed to 60ms. And we present
the difference of frame delivery latency between these two
settings in Fig. 20. We can tell that Law with 60ms bound
has 3.6% lower 99ile latency while Law with 46ms (de-
fault) bound has 15.1% lower 99.9ile latency. But Law with
60ms bound still reduces 99.9ile frame delivery latency by
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Figure 19: Median and 99.9ile frame delivery
latency of Law and commercial routers.

at least 50.9% compared to baselines. Generally, Law can
achieve relative latency performance under different settings
and. However, a reasonably lower latency bound provides a
better reduction in extreme tail latency.

Handling competing flow. We further test the impact of ad-
ditional competing flow on the performance of Law. We add
a 2 Mbps UDP competing flow using Iperf. The results are
shown in the Fig. 21. Law still shows great improvement
compared to the RSSI-aligned-OpenWRT with 25.4% and
21.3% lower latency at the 99ile and 99.9ile. Law still pro-
vides significant performance improvement even with band-
width contention.

Performance against TCP BBR. We also test how TCP
BBR flows react to Law to see Law’s compatibility with
TCP. We calculate the average throughput of BBR flows for
Law and three baselines in Fig. 22. And Law performs sim-
ilarly with all the baselines, with at least 0.7 Mbps increase
compared to Minstrel and LLRA, and 0.7 Mbps reduction
compared to TS. This proves that Law works well with TCP
BBR flows, not only low-latency streaming applications.
Fairness. We finally measure Law’s impact to fairness. We
evaluate the performance of Law under both TCP BBR and
GCC low-latency streaming, and calculate the Jain Fairness
Index. The comparison of Law and Minstrel is shown in
Fig. 23. Law also provides decent fairness for both BBR
and GCC flows. For TCP BBR, Law leads to a reduction of
less than 1% in the median, but also brings a small increase
in the lower bound and is generally more stable. In the case
of GCC, Law shows a better fairness than Minstrel.

5 Discussion

In this section, we discuss some potential limitations and fu-
ture work of Law.

Differences and coexistence with AQM. AQM algorithms
[17] are a family of queue management algorithms used in
network devices to reduce network latency while keeping
throughput as high as possible [32, 33, 64, 66]. As a mat-
ter of fact, CoDel-FQ has been adopted by the Linux Wi-Fi
subsystem in flow queues. Our work is completely differ-
ent from and fully orthogonal to AQM. AQM often operates
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within a single layer of queues and does not pay attention to
queueing structure, or link layer data rate and retransmission.
We modified the queueing structure and proposed a new rate
and retransmission control algorithm. However, AQM can
still be deployed at the layer of queues in the driver that we
retained. Our action of setting a latency bound does not con-
flict with AQM, we can simply treat it as an additional con-
dition of the active discard action in the AQM algorithm. We
leave implementing AQM into Law as our future work.

Differentiating loss-sensitive flows. As a latency-aware Wi-
Fi link layer design, we demonstrate Law’s improvement for
tail latency in low-latency streaming and performance main-
tenance for TCP traffic with latency-sensitive CCAs. There
are still many network services that use loss-sensitive CCAs,
such as Reno and Cubic. The most straightforward way to
differentiate latency-sensitive traffic is to use DSCP bits or
even simply maintain an IP whitelist. Some recent solutions
are already using DSCP for differentiating flows [18, 71].
However, these methods tend to lack scalability, and the
most intelligent approach is still to identify flows based on
their characteristics. The major difference between these two
types of traffic is that latency-sensitive applications keep the
network buffer low, while loss-sensitive traffic tries to fill the
buffer first. We can easily distinguish them from each other,
and related flow detection work has been proposed [57,59].
After differentiating loss-sensitive flows, we can switch back
to the original transmission schemes for packets in these
flows and easily handle these traffics. We leave differenti-

ating loss-sensitive flows as our future work.

6 Related Work

Loss recovery. Packet loss recovery has been a hot topic
in tail-latency optimization for low-latency streaming. Since
network latency is still one of the bottlenecks of low-latency
streaming, packet loss recovery could avoid retransmission
and directly reduce tail latency. There are many previous
research efforts in optimizing the FEC redundancy strate-
gies [23,35,46,50,69]. Also, some works proposed joint op-
timization of retransmission and redundancy [31,61,80]. Be-
sides, there are research efforts trying to utilize loss-tolerant
codecs to recover lost data [25,36,49,52,74,77]. However,
they are not enough to solve the problem of long tail latency.
As we discussed in §2.2, the loss rate is actually very low
in existing Wi-Fi networks even when latency increases dra-
matically. This means that recovery abilities in the upper
layer are not fully utilized, and link layer structure optimiza-
tion is still critically required.

Wi-Fi latency optimization. Nowadays, there is also some
work on latency optimization for Wi-Fi networks from dif-
ferent aspects. Apart from WMM, AQM, and latency-aware
RAA [55] mentioned above, there are also optimizations by
flow scheduling. Some flow scheduling aims to improve
airtime fairness [38, 39, 43], and some are specially pro-
posed to achieve a better performance for video applica-
tions [57,65]. There are also studies on frame aggregation
strategies [41,58,70] to achieve better latency and transmis-
sion overhead. Link layer CCAs [30,67] have also been pro-
posed to reduce transmission latency in a heavily congested
channel. However, these algorithm-level designs are far from
sufficient to address the high tail latency in Wi-Fi last-hop
under the existing link layer structure. Law could signifi-
cantly improve latency performance mainly due to: (i) archi-
tectural optimization in Wi-Fi link layer towards consistent
low latency, and (ii) a fine-grained latency-sensitive rate and
retransmission control.

7 Conclusion

This paper proposes Law, an 802.11 link layer structure
towards consistent low latency for ultra-low-latency appli-
cations. By reshaping the queueing structure and design-
ing fine-grained data rate and retransmission control, Law
is able to utilize the loss-tolerance capacity from the ap-
plication layer and significantly reduce the tail latency at
both the packet and application levels while maintaining
an acceptable packet loss. Our code is now available at
https://github.com/hkust-spark/Law-NSDI-26.
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Appendices

Appendices are supporting material that has not been peer-
reviewed.

A Compatibility with Commercial Hardware

As mentioned in the main text, we retain the original control
process unchanged in data processing, except for the queue-
ing structure, retransmission and rate control. This also in-
dicates that although we have modified the queueing struc-
ture, it does not mean that Law is completely in conflict with
the original queues. Law can be treated as a patch or sub-
module for the current link layer design. All packets in the
router will be divided into flows, so one possible solution
is to deploy parts of Law above the hardware as a standby
submodule. Only latency-sensitive flows are directed to the
Law, while the remaining flows continue to pass through the
original queues. Packets from both are rejoined when enter-
ing the hardware, which uses the Law hardware design. An-
other solution is to completely replace the queueing structure
and switch data rate and retransmission control algorithms to
meet the requirements of different applications. Different ap-
proaches face tradeoffs between system overhead, through-
put, fairness, latency, and so on.

B Parameter Setting

Here, we introduce how we choose the default parameter set-
tings, such as Limit, and the hardware retransmission limit.
The value of Limit, can be ideally determined based on ap-
plication throughput, latency requirements, and the level of
loss tolerance. Taking our experimental setup as an example,
we want to control the packet loss rate below (1 — o). We
can find a latency threshold such that, under a certain base-
line, the proportion of packets has a latency lower than this
threshold is exactly . In this way, we can obtain multiple

threshold values f3, from different baselines, as shown in Fig.
24. We can then select a value within the interval from f3; to
B> as the overall latency bound, and try to set Limit, based
on this.

We also make the following explanations to discuss some
of our observations during implementation and clarify why
we set the hardware retransmission limit as given in §3.4. If
we ideally treat each hardware transmission as an indepen-
dent random event with a success probability of p, then the
probability of a packet being successfully received just at the
n'" hardware transmission can be calculated as:

X,=px(1—-p)"' (n=1,2,3,...) 3)
When p > 0.5, we can easily prove that:
X > X1+ Xnt2 + X3+ “4)

This indicates that the more retransmissions we have, Law’s
efficiency in the tradeoff between latency (number of retrans-
missions) and transmission success rate decreases. Further-
more, the larger p is, the smaller the gains in the transmission
success rate from massive retransmissions.

Even if the moving average probability of successful hard-
ware transmission for a certain data rate is p, the probabil-
ity of successful transmission in the extremely short time (a
short interval under specific channel conditions) is not p. For
example, from our observation, if the chosen data rate han-
dles the channel conditions well, the probability of success-
ful transmission will often be closer to 1 than p. This leads
to a more unworthy tradeoff, as we just discussed. That’s
the reason we set the hardware-related parameters as in §3.4,
enabling a more sensitive and more accurate rate adaptation
with an efficient latency-reliability tradeoff.

a-——7’/’—'—’_—‘_

CDF

—— Minstrel
LLRA

0.85

B1B2
Per-packet latency (ms)

Figure 24: Tllustration for the threshold interval calculation.
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